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Abstract— This article outlines a first attempt toward aligning IT assets and business processes within the crisis management (CM) 

field in Developing Countries. We propose to provide service designers/developers with a comprehensive framework to the design, 

implementation and deployment of microservices based software systems. The proposition is illustrated by a case study in Algeria. 
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I.  INTRODUCTION 

 Many developing countries have been engaging and deploying much effort and investments in new types of Information and 

Communication Technologies across the whole country. Such effort is also being made in the software development industry. 

However, in many cases, IT still approaches software development in a traditional deployment way (waterfall, large teams, etc.) 

resulting in unclear requirements, huge costs and more risks of failure or delays. With the need for the digital transformation move 

of the most societies of those countries on one hand and the rise of cloud infrastructures and ubiquitous computing on the other 

hand, this has made the technological context even challenging for the software designers/developers in almost all the business and 

government domains, such as the crisis management (CM) domain for example. Sometimes emergency management is also used 

to designate synonymously disaster, crisis, catastrophe with slight differences, by scholars and practitioners [1]. 

 From the business and ground field perspective, the CM is an important and particular domain. It is a special type of human 

complex organization in which the communication and collaboration between several types of actors become major management 

issues as it is pointed out in [2, 3]. And from the technological view, it is a big challenging due to its underlying heterogeneous and 

interoperability [4] cross boundaries features. Moreover, there are also some major requirements: (Technological, Process, 

Information, Collaboration and Visualization) to consider.  In this paper, we outline a first attempt towards aligning IT assets 

and business processes within the crisis management field when encountered in developing countries and we propose to provide 

designers/developers with a comprehensive framework to the design, implementation and deployment of microservices based 

software systems.  

The remainder of the paper is as follows. Section II gives an overview of the background of the microservices architecture or 
philosophy relative to software development discipline as well as some motivating design issues. In section III, we highlight the 
main phases of the proposed design framework as well as its main founding principles. In section IV, we illustrate the proposed 
approach on a typical case study relative to a Civil Protection Department (CPD) organization in Bejaia, Algeria. Finally, in section 
V, we dress some discussion issues and ideas relative to our proposal, whilst concluding and suggesting some research perspectives 
in section VI. 

II. BACKGROUND AND MOTIVATIONS  

This section dresses some relevant background on CM in developing countries and explains the major ideas and principles of 

microservices motivating our methodology. 

A. About the crisis management (CM) domain 

Many research and practical work for designing new crisis management systems were proposed in the literature. [5, 6] have 

related one design approach combining User Centered Design (UCD) principles [7, 8] agile characteristics and SOA paradigm [9], 



for complex software development in the CM field. [10, 11] proposed an approach for Collaboration in Emergency Management 

Systems in Brazil. [2] presented a system design and development framework that addresses the communication and information 

decision making needs. [3] proposed “Sahana”, an open source software for disaster management, evaluating how the disaster 

information system coordinates disparate institutional and technical resources in the wake of the Indian Ocean tsunami. In a recent 

work, [12] has tackled the User eXperience (UX) concept in Crisis Management Services in developing countries and proposed the 

User Experience Design of Interactive Services (UXD-IS) framework.  

Some of the proposed approaches have suggested to evolve from monolithic architectural style of an application to a more 

appropriate one that encounters new software design requirements within the highly complex and agile IT environment. However, 

there is still another yet step to move forward such as breaking down services in a service-oriented architecture into microservices 

as pointed up by Fowler [13]. It is argued that microservices came about to help solve the frustrations developers were having with 

large applications that require change cycles to be tied together. Moreover, with the advent of cloud computing, according to the 

specialized literature, SOA seems to be lacking scalability and slowing down with work request changes, limiting application 

development. Where, some developers claim that microservices are just a more granular approach to service-oriented architecture; 

some others, however, consider microservices architecture as the natural evolution of SOA. So, we can see in microservices another 

yet platform-agnostic approach to application development and where SOA lives on in the layers of microservices management. 

1) Monolithic application context in ICT-CM: Broadly, the (CM) activities can be grouped into three main phases: (1) 

preparedness, (2) response and (3) recovery. In developing countries, the communication and collaboration between several types 

of actors become major challenging issues [2] [3]. It becomes even more complex when many relevant interconnected systems 

and diverse types of information exchanged between them are concerned. These systems are generally based on business 

functions and placed within different siloed departments of the organization. The silo applications engender several problems, 

namely: the information redundancy and its processing, difficulties to reuse software components belonging to different 

applications of organization, inability to have a unified view of the organization's business processes, etc. In addition, this leads to 

other difficulties related to Human-Computer Interaction (HCI) involving different usage scenarios and new possibilities inherent 

to the mobility of human actors, cooperative tasks and communication devices [14]. 

2) The multi-layered view of ICT-CM system: Despite of the big investments made in modernizing their IT assets, the 

software development industry in these developing countries is still far away from the desired achievement of aligning the IT 

assets and their underlying organizations’ businesses. Most of IT systems and Information systems are still being developed 

following some still traditional and conventional approaches even for those highly IT based and multi-layered systems 

architectures. 

B. On microservices architecture 

1) Microservices - Definition: There is no formal definition of the microservices architectural style. [15] defines 

“microservices architecture as a method of developing software applications of a suite of independently deployable, small, 

modular services in which each service runs a unique process and communicates through a well-defined, lightweight mechanism 

to serve a business goal.” Unlike microservices, a monolith application is always built as a single, autonomous unit, where in a 

client-server model the server-side monolith application handles the HTTP requests, executes logic, and retrieves/updates the data 

in the underlying database.  

Thus, a modification made to a small section of the application might require building and deploying an entirely new version 

and scaling specific functions of the application, would lead to scale the entire application instead of just the desired components. 

 

2) The microservices architectural style has been proposed to cope with inherited problems of monolithic ones. Usually, a 

typical SOA model depends on more ESBs, whereas microservices use faster messaging mechanisms. Moreover, SOA also focuses 

on imperative programming, whereas microservices architecture focuses on a responsive-actor programming style. Finally, SOA 

models tend to have an outsized relational database, while microservices frequently use NoSQL or micro-SQL databases (which 

can be connected to conventional databases). The main founding characteristics of a microservices architecture are: Unique 

functionality, Technological flexibility, Reduced development team.   

3) Agile & UCD practices in microservices design process: The Agile manifesto [16] promotes four key values: 

(1) individuals and interactions over processes and tools, (2) working software over comprehensive documentation, (3) customer 

collaboration over contract negotiation and (4) responding to changes over following a plan. Moreover, Agile methods are 

incremental, cooperative, and adaptive [17]. They encourage rapid and flexible response to changes by emphasizing on user 

involvement and his/her feedback, and on delivery of several small releases. Agile methods are being studied with action research 

in the context of rapid development and fielding of response oriented EMIS [10]. The collaboration between users and developers 

is an important aspect of UCD to building interactive software solutions, each one bringing their experience to bear. UCD is a 



philosophy that tries to understand the users and their tasks. It is also an iterative approach increasing the chances of delivering a 

successful project. Consequently, we argue that there is a need and much remains to be done towards bridging the gap between 

existing monolithic applications design and envisioned modern IT based ones in order to provide designers/developers with a 

comprehensive framework for the design, implementation and deployment of microservices based CM applications. 

C. Need for approaches leveraging the microservices concept in the development of ICT-CM software systems 

Usually, most application development efforts use a project model which delivers completed piece of software. And on 

completion, the software is handed over to a maintenance organization and the project team that built it is disbanded [15]. The 

microservices approach envisions to building complex CM applications out of primitive services that are by themselves relatively 

simple. Thus, ICT-CM software systems need to be broken into simpler components. But the question is “how to divide up the 

pieces and what are the principles on which we decide to slice up our ICT-CM applications?”  

We argue that this approach which organizes cross-functional teams around services, which in turn are organized around 

business capabilities can be one way to enhancing the design and development of software dedicated to the CM field. Moreover, 

this will bring agility to SOA based CM empowering more agile development practices rather than the enterprise-wide reuse of 

standard SOA. 

 

III. A MICROSERVICES DESIGN FRAMEWORK FOR THE CRISIS MANAGEMENT DOMAIN 

The following section outlines the characteristics of the CM as our research application domain to illustrate the design 

challenges, thus the motivations and requirements for an appropriate approach. We highlight the founding elements of our 

proposal, a methodological framework based on microservices architectural style.  

A. The founding principles of the proposal 

The proposal consists of a design framework which considers three main design views or levels (Fig. 1) when tackling an 

innovative CM project in developing countries. These are: CM phases; classical software engineering phases and specific 

microservice phases. 

The microservice lifecycle is different from a traditional software development lifecycle in which there are some additional 

steps to consider. Moreover, the framework combining agile characteristics and user-centered design techniques focuses mainly 

on the sprint key points (short time cycles management, articulating between individual and collective work, motivating work for 

all and user meeting which are the main concern of a UCD method). That is, a sprint is considered to be a first step of an 

innovative and agile project. When it is validated after positive feedbacks and user tests, this can be followed by a deeply study on 

business, organizational and technical aspects. The approach consists to splitting up business processes organized around business 

capabilities into services. Such services take a broad-stack implementation of software for that business area, including user 

interface, persistent storage, and any external collaboration. 

The development teams are cross-functional and with full range of required skills: user-experience, database, and project 

management [18]. The cross functional teams are responsible for building and operating each application and splitting it out into a 

number of individual communicating services. A particular development team should own the microservice over its full lifetime 

which is inspired from the "you build, you run it" amazon’s principle [19]. The application calls many services to collect data and 

construct the visualization page for the user. One important benefit of the microservice approach is that teams are driven more by 

business scenarios than by technology. Smaller teams develop a microservice based on a user based scenario and use any 

technologies they choose.  



B. The global view of the framework 

The Fig. 1 illustrates an approach dividing design and development into two separate stages. It encourages separating the 

design stage from the development stage, and approaching it iteratively using agile development principles. This would allow 

development teams to continuously release software microservices. Continuous delivery lets business stakeholders verify, in real 

time, that an application is meeting the ultimate business objective. 

 

 

Fig. 1. Global view the CM-microservices design framework 

 

C. Main phases 

Phase 1. Context and Process Analysis 

This phase considers the study of the complex organization in order to identify: (1) all the stakeholder’s requirements 

(2) business objectives, and (3) to understand and communicate the business and ground field environment context in which the 

targeted microservices are to be developed (Fig. 2). The business domain is decomposed into functional areas giving rise to 

business use cases activities. 

 

 

Fig. 2. The splitting up business processes model into microservices 



Phase 2. Users and tasks Analysis 

A task is a set of interdependent business services. Each task is broken down into several business services, themselves broken 

down into microservices with a unique functionality; each microservice follows its lifecycle development such that it is 

developed, deployed and maintained separately. The contexts for use of the service and the channels through which the users, 

employees, stakeholders, external partners interact with the service are also elicited. Each task should be tailored and exposed to 

suit the needs of each business channel and digital touchpoint (mobile, web, etc.). 

Phase 3. Just-In-Time Requirements Elicitation 

The aim is to define requirements Just-in-Time when they are needed. They are identified and expressed in terms of user stories 

[20] which are an effective way to understand the user’s needs because they focus on the goal of the user, and the value the user 

expects from the use of the microservice. The user stories are often written by the user, thus integrating the user directly in the 

development process. Moreover, they include the role of the user and the activity he/she wishes to perform towards the 

achievement of some user goals, in the context of some constraints, such as acceptation test. Each user story encapsulates the whole 

knowledge (role, business goals, business value, acceptation test) about the potential user of the service [21]. The service designer 

uses User Goals (supported by business use cases) in order to identify and to describe business microservices relative to an actor. 

Phase 4. Microservice development life cycle 

The main steps are: (1) Build, using a standardized specification such as RAML, Swagger or ApiBlueprint, (2) Test & Deploy, 

using mockups and getting user feedback, (3) Manage, (4) Publish & Operate. This phase describes best practices in structuring 

development teams, team organization and responsibilities, automated testing, and continuous delivery of microservices in line with 

business and field practices. We also use best practices of agile development such as: coding standards, code ownership, continuous 

integration, continuous testing and refactoring, etc. Teams should be small enough to work locally together and focus entirely on a 

single sub-domain of the business, and include domain experts so that the language of that sub-domain is modelled in the 

solution. The ownership of the microservice includes everything from design to deployment and management.  

 

IV. A CASE STUDY AND EMPRICAL VALIDATION 

We will go through a typical crisis management case study in a specific developing country: Algeria. This project, at its 

preliminary stage, aims at developing relevant crisis management microservices dedicated to the Civil Protection Department 

(CPD) organization of the city of Bejaia. 

The project management team members, the Head of civil protection department, the relief operations commander, the 

intervention planning office manager, the head of operational coordinating center, and the information transmission officer were 

involved in the design project. 

A. Overview of the CPD organization 

Cross-boundaries systems are connected to the CPD of the city of Bejaia and with its higher decisions authorities. The CPD 

is one of the main organizations involved in any crisis. It has cross-functional services and domains such as the general 

protection service, the main emergency fire and rescue unit service, the administration and logistics unit service and several other 

external services management. It also maintains a national system of prevention, preparedness and response to any disaster that 

could affect the population. 

  

B. A typical crisis management scenario 

Fig 3 illustrates broadly a typical CM scenario expressing the main roles/responsibilities specific to the emergency response 

function. These are: Request resources, Allocate, delay, or deny resources, Report and update situation, Analyze situation, Edit, 

organize, and summarize information, Maintain resources (logistics), Acquire more or new resources, Assign roles and 

responsibilities when needed, Coordinate among different resource areas. This scenario is presented to demonstrate how it is 

complex and hard to come out with microservices without a consistent and comprehensive approach to do so. 

C. Empirical validation of the design framework 

We have conducted an empirical validation of our framework on a typical but fully complex CM scenario. For the sake of 

place, we only illustrate partially the outcome of some phases. And similarly, the rest of the work would be carried out in an agile 

manner and iteratively till the deployment of the concerned microservices. 

 

Phase 1. Context and Process Analysis 

We have studied the IT environment context within which the presented scenario is executed. We also carried out a process 

analysis of the targeted organization. The Operation of disaster process is detailed and decomposed into sub-processes that will be 

as microservices candidates for the next phase. 



 

Phase 2. Users and task Analysis 

In this phase, we have conducted a user and task analysis and we come out with the appropriate support of various roles, 

such as first responders, command-and-control personnel, healthcare professionals, and various experts. 

 

Phase 3. Just-In-Time Requirements Elicitation 

 Fig. 4 illustrates how, from a user story, some requirements relative to “reservation resources for intervention” are expressed by 

the chief of zone along with activities to perform. Those activities are translated to microservices. 

 

 

 

Fig. 3. A typical crisis management scenario 

 

Phase 4. Microservice development life cycle 

Fig. 5 shows that a single microservices API (Application Programming Interface) gateway can create 

multiple APIs—one for each platform we need to support (smartphone native applications, browsers, and server-

side applications). Each of which requires a different set of microservices features that may require different 

protocols. After Code Review, API Testing, and deploying the microservices, we may have the mockups and 

rendering of the services. The development teams have been reduced to be small enough to work locally together 

focusing entirely on a single microservice. 



V. DISCUSSION  

From the designer’s perspective, this approach seeks to make a software based microservices assist its users to 

enhance the business capability due to the smaller granularity of services. This can make it easier to create the 

personal relationships between service developers and their users. From the technology perspective, it is not only 

improving by using services. 

From the service design perspective, the services model has been a key enabler in creating teams that can 

innovate quickly with a strong user focus. Each service has a team associated with it, and the development team 

is completely responsible for the service—from scoping out the functionality, to architecting it, to building it, 

and operating it. The approach can bring value to the business and field activities because it can be adapted for 

use in multiple contexts. Moreover, a service that is built and operates at scale to reach the users in new 

geographical regions can be delivered faster with features and capabilities to be able to respond to human users’ 

demands in an agile way. 

From the CM domain perspective in developing countries, the changing business and organization needs are 

affecting how we build applications and impact the factor of team skills. The approach suggests also that the 

geographically dispersed expertise can be captured and transcribed into microservices that can be discovered and 

used when needed by different stakeholders. 

 

 

Fig. 4. The user story microservices correspondance 

 

Fig. 5. Examples of designed microservices 



VI. CONCLUSION  

We have proposed an agile process combining UCD and service oriented paradigm for the development of 

microservices applied to the CM domain. We have outlined a first attempt toward aligning IT assets and business 

processes within the crisis management field in Developing Countries. 

The proposition has been illustrated by a CM case study relative to the direction of the Civil Protection of 

Béjaïa (Algeria). A major benefit of the proposed framework is that it leads to highly flexible and agile software 

based microservices that should be able to meet rapidly changing business needs. 

 Finally, as a research perspective, we tend to go further towards implementation and deployment of the 

designed microservices in collaboration with different departments. 
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